Integration of lexical and syntactic simplification capabilities in a text editor
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Abstract

Nowadays, with the rapid development of new technologies, it is very difficult to be an active member of the society unless one is proficient in reading. Unfortunately, there are a lot of people who experience reading or writing problems. Experts who create materials for these groups of people have few user-friendly tools at their disposal in order to prepare easy-to-read texts. The present work has been done with the aim of providing support for text simplification experts who prepare easy-to-read texts in English, which is why different Natural Language Processing tools have been integrated in an already existing text editor.
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1. Introduction

The ability to understand a piece of writing significantly boosts readers’ confidence, in the way that it allows them to gain new insights and exercise control over their own lives. However, numerous people lack a sufficiently developed ability to read fluently, write, or understand a written text. As a result, the way a text is written or information is presented may prevent these people from taking part in socioeconomic activities of their society. It is for this reason that various associations work with organisations, publishing houses, and public institutions, providing instruction on how to write texts that follow easy-to-read criteria. Nevertheless,
there have been few systematic attempts to research this topic, and as a result, both organisations and individuals such as editors, writers, teachers, or translators experience difficulties when adapting a piece of writing to easy-to-read standards. Whether a text is easy to read and understand depends significantly on the ability and experience of the reader. Therefore, the concept of easy-to-read texts cannot be universal and it is impossible to prepare a piece of writing that meets the needs of all the individuals with reading and comprehension problems. That is why it is important to help experts who adapt reading material by allowing them to approach the task in a personalised manner, paying attention to specific needs of a particular group of readers.

Consequently, the present work is mainly intended for people who create easy-to-read texts by simplifying existing pieces of writing which are more difficult to understand. There is a variety of Natural Language Processing (NLP) tools that could help these experts, such as dictionaries from which definitions or synonyms of complicated words can be extracted; applications that apply syntactic constituent analysis or provide a syntactic dependency tree for a given sentence, which in turn allows the user to explore which parts of a sentence may be simplified; etc. One problem that text simplification experts tend to encounter when using these tools is the fact that they lack a user-friendly interface, and they often require some background knowledge of computer science and programming. In an attempt to offer a solution to this problem, we have created an application that encompasses some of previously existing tools so that they can be easily used by experts who work on creating easy-to-read texts. With that aim, we have developed a flexible structure based on an existing text editor. It includes all the basic components that should be made available to a text simplification expert, and additionally, it enables easy integration of specific tools used for different text simplification tasks (for example, substituting a word with a synonyms, splitting complex sentences into simpler ones, etc.).

2. Related work

In this section, we introduce some notions relevant for the field in which our work is situated, the existing solutions in the field, as well as the tools we have used in the process of implementing this work.

2.1. Easy to read

Easy to Read is a movement that aims to create clearly written materials which foster efficient communication and can be read and understood by people with reading comprehension difficulties. According to the European Guidelines for the Production of Easy-to-Read Information [1], an easy-to-read text is one that contains only the most relevant information, expressed and presented in the most direct manner, so that its content may be understood by as many people as possible.

Easy-to-read texts are intended for individuals whose reading ability is lower than that of an adult native speaker. These individuals account for 30% of the population in the developed world. We can divide them into two major groups [2]: people with temporary reading difficulties (immigrants who have not yet achieved proficiency in the language of the receiving country, people with limited cultural information, primary school children who are learning to read, etc.); and people with permanent reading difficulties (due to physical disabilities, such as hearing or visual impairment, or psychological disabilities such as dyslexia, aphasia, etc.)

The European Easy-to-Read Guidelines [1] help create easy-to-read texts and provide direction for the reader in terms of content, language, and text organisation. Despite their general character, and taking into account the fact that Easy to Read is not a universal concept, these guidelines are more easily adapted to the needs of people with disabilities than to those with temporary reading difficulties. Four general recommendations are offered: using simple and direct language; expressing a single idea per sentence; avoiding technical terms, abbreviations, and initials; and organising the text in a clear and coherent manner. It is
important to pay attention to how a text is structured, since it has to be organised in a clear and coherent way. Unnecessary ideas, words, clauses, or sentences should be avoided or eliminated. Images, charts, and symbols should be an accompanying aid. The aim is to create a piece of writing that can be easily read and understood by as many people as possible.

2.2. Text simplification projects

The Portuguese project PorSimples [3] offers a technological solution that helps people with cognitive disabilities access information. The project offers two systems for two groups of target users. On the one hand, an editing tool is proposed, which helps writers create and approve simplified texts. On the other hand, the authors suggest a system that helps people with disabilities access certain web content, such as government texts or general news; as a result, digital inclusion and accessibility are promoted.

Within the lexical simplification paradigm the PSET project [4] stands out. It is aimed at simplification of news texts in English for people with aphasia, which is achieved by substituting difficult words with their simpler synonyms extracted from WordNet [5]. To determine word difficulty, the Oxford Linguistic Database is consulted [6]. Casei et Al. [7] created a parallel corpus in Portuguese and extracted lexical simplification operations applied by human annotators. They used a list of simple words and a list of discourse markers as tools to assist them in conducting synonym substitution.

The main objective of the Spanish Simplext project [8] is to build an automatic text simplification system. The project promotes technological inclusion of people with limited cognitive abilities by means of automatic transformation of content based on easy-to-read principles.

There are numerous other studies conducted on other languages [9, 10, 11, 12, 13, 14] and approaches based on analysis of parallel corpora consisting of an original text and its manual simplification [15, 16].

2.3. Natural Language Processing tools

There are many Natural Language Processing (NLP) tools that may be useful for the human editor adapting a text to easy-to-read criteria through simplification. However, these tools are not necessarily easy to use as they require a certain level of expertise which editing experts usually lack. What follows is a description of the most important tools used in this work.

**OpenNLP.** OpenNLP\(^a\) is a set of tools based on machine learning techniques for Natural Language Processing. It provides aid for the most common NLP tasks such as sentence detection, tokenisation, part-of-speech (POS) tagging, and others.

**WordNet.** WordNet [5] is a vast lexical database in English. Nouns, verbs, adjectives, and adverbs are grouped into sets of synonyms denominated synsets. Every synset conveys a different meaning of a given word. A useful interface for consulting WordNet which can be integrated in external code is LightWeight WordNet [17].

**MorphAdorner.** MorphAdorner\(^b\) is a set of Java applications created by Northwestern University and divided into smaller, independent applications that can be used separately or in conjunction with one another.

---

\(^a\) http://opennlp.apache.org/ [05-09-13]  
\(^b\) http://morphadorner.northwestern.edu/morphadorner/ [05-09-13]
Although the range of NLP tools offered by MorphAdorner is quite wide, in this work we have only used the pluraliser, in order to work with plural and singular forms of the words we wish to simplify.

3. Extending a text editor with text simplification capabilities

The work presented here aims at providing support for text simplification in English. We have decided to implement it in a flexible manner using jEdit\(^c\), an existing text editor, and more specifically by using a series of plugins. We therefore suggest some general features used for all the plugins related to the simplification process, so that any new simplification operation can be implemented as a separate plugin but using a common set of auxiliary functionalities. Such a model allows the simplification expert to enable or to turn off the transformations based on their immediate needs, while the basic components relevant for all simplification operations are always running.

jEdit is an open source plain text editor with multiplatform support, and it can be easily configured and personalised. In order to extend its functionality, jEdit enables the introduction of different plugins, which can be downloaded from its official web site or directly from the software creator page. In addition to that, there is a project in Source-Forgue called jEdit Plugin Central\(^d\), which allows any user to create and publish their own plugins.

3.1. Auxiliary components for the simplification process

The basic components intended to be used by all plugins include an auxiliary module that shows the information in a user-friendly manner, and the creation of a log where all the changes applied by the editor are stored.

**BasicHighlighter.** In order to mark certain parts of the text for the user or to allow them to point out possible simplifications, it is necessary to highlight parts of the text in jEdit. With the aim of implementing this component, we have developed an auxiliary module as a simpler version of an already existing plugin (Highlight\(^e\)), which enables highlighting words or regular expressions in different colours.

**Log.** Our system also stores a log in an XML format with all the simplification operations applied through different plugins. The log has been implemented with its possible future use in mind, in the way that it stores all the necessary information to study the applied simplification steps at some point in the future. The order in which changes have been applied is also important, as it allows us to analyse the way in which an expert simplifies a text, and enables future automation of this process. Including this kind of information in the system opens up many possibilities in the future and it can be used as a starting point for developing an automatic text simplification application.

3.2. Deciding the desired functionalities through the analysis of simplified texts

In order to determine which simplification operations may be useful to the expert preparing an easy-to-read text, we have conducted a preliminary study with native English speakers who were asked to simplify short texts as they found best. This study has provided us with various preliminary conclusions, although we intend

\(^c\) http://www.jedit.org/ [05-09-13]
\(^d\) http://plugins.jedit.org/ [05-09-13]
\(^e\) http://plugins.jedit.org/plugins/?Highlight [05-09-13]
to conduct in-depth analysis of applied simplification operations in the future. Table 1 summarises the simplification operations we have identified.

Table 1. Types of simplification operations found in the texts.

<table>
<thead>
<tr>
<th>Simplification</th>
<th>Total (Frequency)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rewriting</td>
<td>28 (26.17%)</td>
</tr>
<tr>
<td>Synonym (verb)</td>
<td>25 (23.36%)</td>
</tr>
<tr>
<td>Synonym (noun)</td>
<td>20 (18.69%)</td>
</tr>
<tr>
<td>Syntactic</td>
<td>19 (17.76%)</td>
</tr>
<tr>
<td>Deletion of text</td>
<td>8 (7.48%)</td>
</tr>
<tr>
<td>Synonym (other)</td>
<td>7 (6.54%)</td>
</tr>
<tr>
<td>Total</td>
<td>107</td>
</tr>
</tbody>
</table>

The most commonly applied operation is the rewriting or restructuration of the text, trying to express it in a simpler way. For example, the sentence: “According to the Italian navigation code, a captain who abandons a ship in danger can face up to twelve years in prison” was substituted by “The rules of the Italian boat workers says that a captain who leaves a ship in a problem can go to jail for as many as twelve years”, that express the same ideas with different words and syntactic structures.

At the lexical level a very frequent operation is the substitution of nouns and verbs considered complicated with equivalent expressions or clauses, in particular synonyms. For example, the clause “who was spotted by Coast Guard officials” was substituted with “who was seen by boat workers”; and “the chaotic and terrifying evacuation was underway” was simplified as “during the crazy and scary rescue”. In the sentence “The captain abandoned the stricken liner before all the passengers had escaped” the participants in the study chose to substitute various words with simpler synonyms, the resulting sentence being “The captain left the damaged ship before all the people on the ship had left”. In other texts we observed the same type of simplification. For example, the verb form “turned up” was substituted with “appeared”, and “got in touch” was changed into “called him”.

From a syntactical point of view the analysis is more complex. Syntactical simplifications performed by participants do not present very specific patterns. However, there are many sentences that were simplified by dividing the text into sentences representing only one idea. For example, the sentence “An Indonesian girl swept away in 2004 tsunami has been reunited with her parents seven years on, the family say” was transformed into “In 2004 a tsunami swept away an Indonesian girl. She was separated from her family. After seven years her family says that she was reunited with them”. This kind of simplification was also found in the sentence “The little mermaid who was the youngest and had a wonderful voice spent her time thinking on the surface, the world of the men”, which was simplified like “The little mermaid was the youngest and had a wonderful voice. She spent her time thinking about the world of the men”.

Another common simplification is the deletion of irrelevant or less important data, specially adjectives and circumstantial complements that do not add essential information. For example, in a sentence “the ship’s Italian owner” was substituted with “the owner of the ship” omitting the adjective “Italian”.

In this work we concentrate on lexical and syntactical simplifications. Other simplifications like the rewriting or deletion of text are more difficult to be partially automated and mostly depend on the editor’s expertise. Since one of the most common simplification operation is substitution of nouns and verbs, for the current version of our application we have developed a lexical plugin that suggests synonyms for selected nouns and verbs. From a syntactical point of view we have developed a syntactical plugin that splits complex coordinate sentences into pieces so each resulting sentence expresses fewer ideas.
3.3. A lexical simplification plugin: Synonyms

The lexical plugin Synonyms substitutes nouns or verbs in infinitive that the user finds difficult with their simpler synonyms. With that aim, a number of candidate synonyms are suggested, and if the user is not satisfied with the choice, they are given the opportunity to edit the target word. In order to be able to use the plugin, the document to be simplified needs to be opened in jEdit.

We choose a word from the text and we look for its synonyms by clicking Plugins > Synonyms > Get Synonyms. OpenNLP is then used to determine the grammatical category (POS) of the selected word. As a result, we can tell whether the word is a noun or a verb, information needed when looking it up in the dictionary. We also use the sentence detector in OpenNLP to detect the original sentence and the sentence obtained after the selected word has been substituted with its synonym, and this information is stored in the log.

Our plugin uses WordNet to determine the meaning and the synonyms of the word to be simplified. WordNet lists different meanings of a given word, and based on that, different sets of synonyms (synsets). For the time being, we access the first synset in order to use its content as candidate synonyms (in WordNet the first synset is always the most frequent meaning of the word). However, disambiguation operations will be added in the future in order for the application to be able to choose the right synset in every instance.

One problem with using WordNet is that it does not contain nouns in plural. The user may select a plural word form, which returns no results when looked up in WordNet. In order to tackle this problem, a pluraliser function has been added using MorphAdorner. When OpenNLP determines that the selected word is in plural, the pluraliser returns its singular form so that its meaning and synonyms can be looked up in WordNet. Once the synonym is obtained, the pluraliser returns its plural form again. This step further simplifies the process of text simplification, since manually adjusting agreement in the text is avoided.

If the original word has synonyms, the user is shown a panel such as the one in Figure 1. It can be observed from the example in the figure that the word we want to simplify is “automobile” and that all instances of this word in the text are highlighted. The definition of the chosen word is shown in the panel.

For every instance of the word, starting with the selected word, we can choose among the following actions: (1) leave the word unchanged by clicking Next, (2) replace the word with one of the synonyms from the list, by selecting the chosen synonym and clicking Replace, and (3) edit the word ourselves by choosing the option Edit in your own words, and introducing our synonym in the space provided. As in the previous option, we apply substitution by clicking Replace. The option Replace All replaces all the highlighted instances of the word with the chosen option. One can navigate between different word instances by clicking Next or Back, or by going forward or backwards until the beginning or the end of the text are reached, where a new search can be started.

Apart from that, the selected instances that have not been substituted can be left highlighted in order to go back to them later. Similarly, if the user decides to leave the text as it is, they can finish the simplification of the word by clicking Finish processing.

The Synonyms plugin log saves all the changes made to the original document. In the context of lexical simplification, it is interesting to save the substituted word, the substituting word, and the surrounding context. Suggested synonyms are also saved, as well as any corrections made by the user and the order in which different substitutions took place within the text.
3.4. A syntactic simplification plugin: Split

The syntactic plugin Split provides support in the syntactic simplification process, splitting complex coordinate sentences into simpler ones. In order to be able to use the plugin, the document to be simplified needs to be opened in jEdit. If the plugin is loaded in the editor, it has to be activated (Plugins > Split > Enable to Split) in order to be used. After activation, all occurrences of the ‘and’ conjunction are highlighted so that they can be easily located in the text.

When the user selects a conjunction, the system splits the compound sentence into different clauses. The conjunctions are detected using the tokenisation and part-of-speech annotation functionalities of OpenNLP. In addition, the sentence in which the selected conjunction is located is parsed in order to obtain the syntactic tree. Two different structures are possible in the sentences that can be processed by the plugin:

- The clauses that form the coordinate sentence do not share syntactic elements. This is the case with the sentences where the two clauses have been joined by the conjunction ‘and’, as in “Peter is running on the beach and a girl is eating an apple”. Starting with the syntactic tree from the parser, we create separate trees, each corresponding to one of the coordinate clauses. Thus after processing,
the sentence from the previous example becomes: “Peter is running in the beach. A girl is eating an apple.”

- The clauses that form the coordinate sentence share the subject, as in “Peter was running and arrived late”. Starting with the syntactic tree from the parser we create separate trees, but this time the subject of the first sentence is duplicated in each of the new sentences. Therefore, the resulting text for the previous example is “Peter was running. Peter arrived late”.

If the compound sentence is tractable by the system, the user is shown a panel as the one in Figure 2. The original sentence and the suggestion made by the system are presented. The final sentence can be edited by the user. The text is changed once the button Apply is pressed. If the user decides to leave the text as it is, the option Plugins > Split > Disable to Split deactivates the plugin and the conjunctions are no longer highlighted. The Split plugin log saves all the changes made to the original document. In the context of syntactic simplification, it is interesting to save the original and new sentences, the sentence suggested by the system, and if the suggestion was edited by the user or not.

![Fig. 2. A screenshot of the syntactic plugin panel](image)

4. Discussion

The main aim of this work is to integrate different NLP tools that could be useful for a writer trying to simplify a text in order to obtain its easy-to-read version. Tools like a dictionary of synonyms or a syntactic parser are useful in that process, but potentially difficult to use. One good example is that of an expert trying to use WordNet for synonym substitution. Although there are user-friendly interfaces to access WordNet, they are standalone applications that should be consulted externally. That is to say, if the editor finds a difficult word in the text, they have to open the WordNet application, search for the word (usually specifying if it is a noun, a verb, or an adjective), and then manually apply substitution. In order to do that several times, they would have to use the Replace option of the text editor. Using our lexical plugin, on the other hand, all instances of the word are highlighted, and it is easy to navigate through the text substituting the words with their synonyms. The plugin also allows the use of different synonyms in order to avoid repetition. In the case of the syntactic
simplification, our system is also useful as it allows the user to see all the conjunctions in the text and to separate complex sentences with a few simple clicks.

Even though we have here used only a limited number of tools, there are plenty more of them in the wide field of NLP, and they are not accessible to text simplification experts. In terms of lexical information, synonym search can be expanded so as to include adjectives and different verb tenses. There are also many syntactic simplifications that could be added as new tools: transformation of passive voice into active, deletion of redundant circumstantial complements, etc. Our system allows us to easily introduce new plugins that would be in charge of any new types of simplification. In addition to that, the features that are already implemented are carefully isolated so they could also be integrated in other text editors with minimum effort. The presented tools have been published in SourceForge\cite{1} as multiplatform free software to be freely used and improved by anyone interested. In addition to that, we are working on the publication of our plugins in the jEdit Plugin Central so that any jEdit user could benefit from them.

5. Conclusions and future work

We have designed and implemented a preliminary application that enables the integration of different NLP tools within an already existing text editor. It includes the components that allow for the automation of the simplification process in the future, based on simplification operations applied by the user and saved in a log. The current implementation can be easily extended by including additional simplification components in the future.

The implemented simplification features can still be improved. In the case of the lexical plugin, when a word is consulted in WordNet only the first synset is retrieved as it is the most common one. However, a word sense disambiguation algorithm could be applied to the text to retrieve the most adequate synonyms. The syntactic plugin can also be improved by including treatment of other types of complex sentences in addition to the ones that are currently treated by the system.

The information from the log can be used for a database that stores applied simplification operations, which can be suggested for similar words or phrases in texts other than the one where the change initially occurred. In addition to that, it can help understand how experts simplify texts, what the most common transformations are, whether they are performed in a specific order, etc.

The presented tool could be easily improved to work with other languages. The connection with jEdit is independent of language, although new NLP tools for the intended language would be required: natural language processors, dictionaries, etc.

Text simplification is a difficult task whose many aspects must be taken into account – from the final user to the type of text that is being simplified. As part of our future work, we intend to conduct evaluation with simplification experts in order to analyse the usability and the quality of our application.
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